Below is a two-part explanation of the provided VBA/VSTO code:

1. **Alphabetical Listing of Components**
This includes subs, functions, variables, classes, and modules, each with a short explanation of what it is or does.

**AcquiredPositionsBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Loads and displays the AcquiredPositions data (for the current team) from the database onto the “Dashboard” sheet, recolors cells, recalculates financial metrics, and updates the display.

**ActiveDB (Public variable in GlobalVariables)**

* + **Purpose:** Stores the currently selected database name ("Alpha", "Beta", or "Gamma"). Used when connecting to the database.

**AlphaTBtn\_Click (Sub in RibbonST)**

* + **Purpose:** When clicked, sets ActiveDB = "Alpha," checks/unchecks the relevant Ribbon buttons, and then calls MainProgram() to refresh data.

**APvalue (Public variable in GlobalVariables)**

* + **Purpose:** Tracks the total market value of Acquired Positions.

**BetaTBtn\_Click (Sub in RibbonST)**

* + **Purpose:** When clicked, sets ActiveDB = "Beta," checks/unchecks the relevant Ribbon buttons, and calls MainProgram().

**BuyOptionBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Prepares a “Buy” transaction for an option (based on the selected symbol and quantity), calculates its properties, and displays them in the transaction area.

**BuyStockBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Prepares a “Buy” transaction for a stock ticker (based on the selected ticker and quantity), calculates its properties, and displays them.

**CAccount (Public variable in GlobalVariables)**

* + **Purpose:** Holds the current cash balance for the team’s portfolio.

**CAccountAT (Public variable in Transaction)**

* + **Purpose:** Represents the projected cash account balance After the Transaction has taken place.

**CalcAPMargin (Function in PortfolioManagement)**

* + **Purpose:** Calculates the margin from the AcquiredPositions table by summing up the value of any short (negative) positions.

**CalcAPValue (Function in PortfolioManagement)**

* + **Purpose:** Computes the total mark-to-market value of all positions in AcquiredPositionsTbl (excluding “CAccount,” which is handled separately).

**CalcEffectOfTransactionOnMargin (Function in Transaction)**

* + **Purpose:** Determines how a proposed transaction (buy, sell, short, exercise, etc.) would change the overall margin requirement.

**CalcFinancialMetrics (Sub in Main)**

* + **Purpose:** Calculates core financial metrics such as cash, margin, total portfolio value (TPV), and tracking error (TE).

**CalcIPMargin (Function in PortfolioManagement)**

* + **Purpose:** Similar to CalcAPMargin but for the initial portfolio (InitialPositionsTbl) to see if any short positions there add to margin usage.

**CalcIPValue (Function in PortfolioManagement)**

* + **Purpose:** Computes the total mark-to-market value of the initial positions in InitialPositionsTbl.

**CalcInterestSLT (Function in PortfolioManagement)**

* + **Purpose:** Calculates interest on the cash balance since the last transaction date, using the risk-free rate.

**CalcMTM (Function in PortfolioManagement)**

* + **Purpose:** Returns the Mark-to-Market price of a symbol by averaging its Bid and Ask for the target date.

**CalcTaTPV (Function in PortfolioManagement)**

* + **Purpose:** Calculates the “target total portfolio value,” i.e. what the starting portfolio would be worth if it grew continuously at the risk-free rate from the start date.

**CalcTE (Function in PortfolioManagement)**

* + **Purpose:** Computes the daily or per-update “tracking error,” reflecting how the actual portfolio compares to the risk-free target.

**CalcTPV (Function in PortfolioManagement)**

* + **Purpose:** Computes the total portfolio value (TPV) by summing initial positions, acquired positions, any cash, and accrued interest.

**CalcTPVAtStart (Function in PortfolioManagement)**

* + **Purpose:** Calculates the portfolio’s total value as of the start date, combining the initial positions plus the initial cash.

**CashDivBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Sets up a “CashDiv” (cash dividend) transaction for the selected stock ticker.

**Clear (Sub in Transaction)**

* + **Purpose:** Resets all internal fields (type, qty, price, etc.) in the Transaction object.

**ClearAllLO (Sub in Main)**

* + **Purpose:** Clears the data sources (list objects) on various sheets (Markets, Parameters, Transactions, Dashboard) in preparation for fresh downloads.

**ConnectToActiveDB (Sub in DB\_procedures)**

* + **Purpose:** Uses the ActiveDB variable to determine which SQL Server database to connect to (Alpha, Beta, or Gamma) and then calls ConnectToDB().

**ConnectToDB (Sub in DB\_procedures)**

* + **Purpose:** Establishes a connection to the specified SQL Server DB using ADO (SqlConnection, SqlCommand, SqlDataAdapter).

**CreateCurrentTransaction (Sub in Main)**

* + **Purpose:** Instantiates a fresh Transaction object (CT) and clears it, ready for new trade inputs.

**currentDate (Public variable in GlobalVariables)**

* + **Purpose:** Holds the simulation’s current date, usually read from the DB’s EnvironmentVariable table.

**currentPositionInAP (Public variable in Transaction)**

* + **Purpose:** Tracks how many units of the same symbol are currently in AcquiredPositionsTbl, used to check short selling, etc.

**Dashboard (Class)**

* + **Purpose:** Represents the “Dashboard” worksheet in Excel, containing controls (buttons, textboxes, comboboxes) and associated event-handling code for user actions.

**DashboardBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Activates the Dashboard sheet in Excel, placing focus on a particular cell (e.g., Range("G1")).

**Dataset\_Procedures (Module)**

* + **Purpose:** Houses functions that retrieve and interpret data from the DataSet (e.g., getting ask/bid, strike, or environment variables).

**Delta (Public variable in Transaction)**

* + **Purpose:** A placeholder or “Greek” measure in the Transaction object. Not actively computed in the given code.

**DisconnectFromDB (Sub in DB\_procedures)**

* + **Purpose:** Closes the current database connection (SqlConnection).

**DisplayFinancialMetrics (Sub in Main)**

* + **Purpose:** Updates cells on the Dashboard with the latest values (cash, margin, total portfolio value, TE, etc.) after calculations.

**DownloadCurrentDate (Function in DB\_procedures)**

* + **Purpose:** Retrieves the “CurrentDate” (as a string) from the EnvironmentVariable table and converts it to a Date.

**DownloadDataTableFromDB (Sub in DB\_procedures)**

* + **Purpose:** Executes a SQL SELECT query and stores the results in myDataSet under a specified table name.

**DownloadLastTransactionDate (Function in DB\_procedures)**

* + **Purpose:** Finds the most recent transaction date for the current team by querying the TransactionQueue table.

**DownloadPricesForOneDay (Sub in DB\_procedures)**

* + **Purpose:** Loads the day’s StockMarket and OptionMarket data into memory if not already loaded for that date, preventing redundant queries.

**DownloadStaticData (Sub in DB\_procedures)**

* + **Purpose:** Pulls “static” tables (e.g., TickersTbl, SymbolsTbl, InitialPositionsTbl, TransactionCostTbl) into memory for quick lookups.

**DownloadTeamData (Sub in DB\_procedures)**

* + **Purpose:** Loads the current team’s portfolio data (PortfolioTeamX, etc.) and updates lastTransactionDate.

**Dividend (Public variable in Transaction)**

* + **Purpose:** Holds the per-share dividend amount for a “CashDiv” transaction type.

**Execute (Sub in PortfolioManagement)**

* + **Purpose:** Inserts the transaction into TransactionQueue (via RunNonQuery) and updates global variables such as lastTransactionDate, margin, and CAccount.

**ExecuteOptionTransactionBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Finalizes (“executes”) the user’s option order if it is valid. Recalculates metrics and updates the Dashboard.

**ExecuteStockTransactionBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Finalizes (“executes”) the user’s stock order if it is valid. Recalculates metrics and updates the Dashboard.

**ExerciseOptionBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Sets up an exercise transaction (“X-Call” or “X-Put”) depending on the selected option symbol.

**GammaTBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Sets ActiveDB = "Gamma," updates ribbon button checks, and calls MainProgram().

**GetAsk (Function in Dataset\_Procedures)**

* + **Purpose:** Returns the ask price for a given stock or option symbol on a particular date by searching the “StockMarketOneDayTbl” or “OptionMarketOneDayTbl.”

**GetBid (Function in Dataset\_Procedures)**

* + **Purpose:** Same as GetAsk but returns the bid price.

**GetCAccount (Function in Dataset\_Procedures)**

* + **Purpose:** Looks in AcquiredPositionsTbl for the symbol “CAccount” to see how much cash the portfolio currently holds.

**GetCurrentPositionInAP (Function in Dataset\_Procedures)**

* + **Purpose:** Returns the number of units (positive or negative) for a given symbol in the AcquiredPositionsTbl.

**GetDividend (Function in Dataset\_Procedures)**

* + **Purpose:** Returns the dividend payment amount for a stock on a particular date.

**GetInitialCAccount (Function in Dataset\_Procedures)**

* + **Purpose:** Fetches the initial cash balance from the DB’s EnvironmentVariableTbl (keyed by “CAccount”).

**GetMaxMargin (Function in Dataset\_Procedures)**

* + **Purpose:** Fetches the maximum margin limit (keyed by “MaxMargins”) from the DB environment variables.

**GetRiskFreeRate (Function in Dataset\_Procedures)**

* + **Purpose:** Returns the risk-free interest rate from the EnvironmentVariableTbl.

**GetStartDate (Function in Dataset\_Procedures)**

* + **Purpose:** Returns the official start date of the simulation from the EnvironmentVariableTbl.

**GetStrike (Function in Dataset\_Procedures)**

* + **Purpose:** Retrieves the option’s strike price by looking in the “OptionMarketOneDayTbl.”

**GetTrCostCoefficient (Function in Dataset\_Procedures)**

* + **Purpose:** Looks up transaction cost coefficients by security type (“Stock” or “Option”) and transaction type (“Buy,” “Sell,” etc.).

**GetUnderlier (Function in Dataset\_Procedures)**

* + **Purpose:** For an option symbol, returns the underlying stock ticker.

**GlobalVariables (Module)**

* + **Purpose:** Declares globally scoped variables used by other modules (e.g., currentDate, ActiveDB, margin, TE, etc.).

**Globals**

* + **Purpose:** Auto-generated by VSTO for workbook-level references (e.g., Globals.ThisWorkbook, Globals.Dashboard).

**Initialization (Sub in Main)**

* + **Purpose:** Hides the formula bar in Excel and selects the Beta database by default (calls BetaTBtn\_Click).

**initialCAccount (Public variable in GlobalVariables)**

* + **Purpose:** The portfolio’s initial cash balance, read from DB environment variables.

**InitialPositionsBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Loads and displays data from “InitialPosition” for the team, applies some formatting, and recalculates financial metrics.

**interestSLT (Public variable in Transaction)**

* + **Purpose:** The amount of interest earned on the cash account since the last transaction. Added to the new CAccountAT.

**IsACall (Function in Dataset\_Procedures)**

* + **Purpose:** Checks whether the given option symbol is a Call option (Type = "Call").

**IsAPut (Function in Dataset\_Procedures)**

* + **Purpose:** Checks whether the given option symbol is a Put option (Type = "Put").

**IsAStock (Function in Dataset\_Procedures)**

* + **Purpose:** Determines if a symbol belongs to the StockMarket by referencing TickersTbl.

**IsInIP (Function in PortfolioManagement)**

* + **Purpose:** Checks whether the given symbol exists in the user’s InitialPositionsTbl (i.e., it was part of the initial holdings).

**IsOptionInputValid (Function in Controls)**

* + **Purpose:** Verifies that the user selected a valid option symbol and entered a nonzero quantity before processing an option transaction.

**IsStockInputValid (Function in Controls)**

* + **Purpose:** Verifies that the user selected a valid stock ticker and entered a nonzero quantity before proceeding with a stock transaction.

**IsValid (Function in Controls)**

* + **Purpose:** Applies tournament rules (e.g., cannot short on weekends, cannot trade out of IP positions, no shorting if you already hold a positive position) before allowing a transaction.

**lastPriceDownloadDate (Public variable in GlobalVariables)**

* + **Purpose:** The date for which StockMarketOneDayTbl and OptionMarketOneDayTbl data are currently loaded, so the program does not re-download on every call.

**lastTEUpDate (Public variable in GlobalVariables)**

* + **Purpose:** Tracks the last date on which the sumTE value was updated (typically on a Sunday).

**lastTransactionDate (Public variable in GlobalVariables)**

* + **Purpose:** The date of the most recent transaction, used to calculate interest on cash.

**Main (Module)**

* + **Purpose:** Top-level module containing Initialization(), MainProgram(), and related procedures that drive the overall flow of the add-in.

**MainProgram (Sub in Main)**

* + **Purpose:** Orchestrates the main operations:
		1. Activates the Dashboard
		2. Clears existing list objects (ClearAllLO)
		3. Connects to the active DB (ConnectToActiveDB)
		4. Retrieves the current date (DownloadCurrentDate)
		5. Loads static data (DownloadStaticData) and team data (DownloadTeamData)
		6. Sets financial constants (SetFinancialConstants)
		7. Creates a fresh Transaction object (CreateCurrentTransaction)
		8. Calculates and displays financial metrics (CalcFinancialMetrics, DisplayFinancialMetrics)

**margin (Public variable in GlobalVariables)**

* + **Purpose:** Tracks the total margin used by short positions in both the initial and acquired portfolios.

**marginAT (Public variable in Transaction)**

* + **Purpose:** The margin amount immediately after the proposed transaction is executed.

**maxMargin (Public variable in GlobalVariables)**

* + **Purpose:** The maximum allowable margin usage, read from the DB (EnvironmentVariable).

**myCommand (Public variable in DB\_procedures)**

* + **Purpose:** The SqlCommand object used by myDataAdapter to execute queries.

**myConnection (Public variable in DB\_procedures)**

* + **Purpose:** The SqlConnection object that opens and manages the connection to the SQL Server.

**myDataAdapter (Public variable in DB\_procedures)**

* + **Purpose:** The SqlDataAdapter that fills myDataSet with results from queries (SELECT) or executes other commands.

**myDataSet (Public variable in DB\_procedures)**

* + **Purpose:** An in-memory DataSet holding all tables needed for stock prices, option data, environment variables, etc.

**OptionMktBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Loads rows from the “OptionMarket” table (via DownloadDataTableFromDB) and binds them to the OptionMarketLO ListObject on the Markets sheet.

**ParametersBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Loads environment variables from the DB’s “EnvironmentVariable” table for display/edit on the Parameters sheet.

**PortfolioManagement (Module)**

* + **Purpose:** Contains the portfolio-level calculations for mark-to-market, total portfolio value, margin usage, etc.

**price (Public variable in Transaction)**

* + **Purpose:** The per-unit trade price (ask if buying, bid if selling, or strike if exercising).

**QuitBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Disconnects from the database, re-shows Excel alerts/formula bar, and quits the Excel application.

**RibbonST (Class)**

* + **Purpose:** Code-behind the custom Ribbon (TabAddIns), containing event handlers for toggling between Alpha/Beta/Gamma DBs, quitting, viewing dashboards, etc.

**riskFreeRate (Public variable in GlobalVariables)**

* + **Purpose:** The interest rate used to compute accrued interest on cash and theoretical growth of the benchmark portfolio (TaTPV).

**RunNonQuery (Sub in DB\_procedures)**

* + **Purpose:** Executes non-SELECT commands (INSERT, UPDATE, DELETE) against the DB. Used to record transactions.

**SellOptionBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Prepares a “Sell” transaction for an option (selected symbol).

**SellShortBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Prepares a “SellShort” transaction for a stock ticker.

**SellShortOptionBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Prepares a “SellShort” transaction for an option symbol.

**SellStockBtn\_Click (Sub in Dashboard)**

* + **Purpose:** Prepares a “Sell” transaction for a stock ticker.

**SetFinancialConstants (Sub in Main)**

* + **Purpose:** Fills certain dashboard comboboxes (tickers, symbols), retrieves environment variables (start date, risk-free rate, etc.), and computes TPVatStart.

**Show (Sub in Transaction)**

* + **Purpose:** Displays transaction properties (type, qty, price, cost, margin effect, etc.) in a set of cells on the Dashboard.

**SP500Btn\_Click (Sub in RibbonST)**

* + **Purpose:** Loads the “stockIndex” table (S&P 500 data) from the DB and displays it on the Markets sheet.

**startDate (Public variable in GlobalVariables)**

* + **Purpose:** The official start date of the simulation, used in interest and performance calculations.

**StockMarketBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Loads stock market data (via DownloadDataTableFromDB) for display on the Markets sheet.

**Strike (Public variable in Transaction)**

* + **Purpose:** Holds the strike price if the symbol is an option.

**sumTE (Public variable in GlobalVariables)**

* + **Purpose:** Accumulates TE values once a week (e.g., on Sundays), measuring overall performance deviation over time.

**SymbolsCBox**

* + **Purpose:** A ComboBox on the Dashboard to pick from available option symbols. (UI element rather than a procedure.)

**TaTPV (Public variable in GlobalVariables)**

* + **Purpose:** The “target” total portfolio value if the portfolio were to grow at the risk-free rate from day one.

**teamID (Public variable in GlobalVariables)**

* + **Purpose:** Identifies the team (e.g., “36”) whose data is being accessed in TransactionQueue, PortfolioTeam, etc.

**TE (Public variable in GlobalVariables)**

* + **Purpose:** The current tracking error at a given point (calculated by CalcTE).

**TEpercent (Public variable in GlobalVariables)**

* + **Purpose:** TE divided by TaTPV, expressing the tracking error as a percentage of the risk-free benchmark.

**TickersCBox**

* + **Purpose:** A ComboBox on the Dashboard to pick from available stock tickers. (UI element, not a sub/function.)

**totValue (Public variable in Transaction)**

* + **Purpose:** The net cash effect of a transaction: for a “Buy,” this is negative; for a “Sell,” positive, and so on.

**TPV (Public variable in GlobalVariables)**

* + **Purpose:** Total Portfolio Value for the current day, calculated each time CalcFinancialMetrics runs.

**TPVatStart (Public variable in GlobalVariables)**

* + **Purpose:** The total portfolio value at the simulation’s start date, combining the initial positions plus initial cash.

**Transaction (Class)**

* + **Purpose:** Encapsulates all details of a single trade or action (symbol, qty, price, margin effect, etc.), as well as methods to calculate transaction cost, total value, etc.

**TransactionsBtn\_Click (Sub in RibbonST)**

* + **Purpose:** Loads the user’s past transactions (TransactionQueue) from the DB and displays them in the “Transactions” sheet.

**type (Public variable in Transaction)**

* + **Purpose:** Indicates the transaction category (e.g., "Buy", "Sell", "SellShort", "CashDiv", "X-Call", "X-Put").

**underlier (Public variable in Transaction)**

* + **Purpose:** For options, stores the underlying stock ticker symbol.

**underlierCurrentPositionInAP (Public variable in Transaction)**

* + **Purpose:** For exercises, tracks how many shares of the underlier are currently held before the option is exercised.

**UpdateSumTE (Function in PortfolioManagement)**

* + **Purpose:** If the current day is Sunday (and later than the lastTEUpDate), adds the current day’s TE to sumTE.
1. **In-Depth Narrative of How the Program Works**

Below is a step-by-step overview of the program’s flow, from the moment the workbook (and corresponding VSTO add-in) is loaded, through database selection, to the user’s interactions on the Excel interface:

* + **Ribbon Load and Initialization**
		1. When the Excel add-in starts, the **RibbonST\_Load** event (in RibbonST) fires. This triggers:
			- RibbonUI.ActivateTabMso("TabAddIns"), ensuring the custom Add-In tab is active.
			- A call to Initialization() (in Main), which hides the formula bar and defaults to the Beta database by calling BetaTBtn\_Click.
	+ **Selecting a Database (Alpha, Beta, Gamma)**
		1. The user can choose among **AlphaTBtn**, **BetaTBtn**, or **GammaTBtn** on the Ribbon. Each of these subs:
			- Updates ActiveDB to "Alpha"/"Beta"/"Gamma."
			- Ensures the button for that DB is checked and the others are unchecked.
			- Calls **MainProgram()** to refresh data from the chosen database.
	+ **MainProgram Routine**
	Inside **MainProgram()** (in Main), these steps occur:
		1. **Activate the Dashboard** (so the user sees the main working area).
		2. **ClearAllLO()**: Clears any existing data sources in the various ListObjects on different sheets (e.g., the “Markets” sheet, “Parameters,” “Dashboard,” etc.).
		3. **ConnectToActiveDB()**:
			- Checks which database is active (Alpha, Beta, or Gamma).
			- Builds an appropriate connection string and calls **ConnectToDB()**.
			- Opens a SQL connection and prepares the global ADO objects (myCommand, myDataAdapter, etc.).
		4. **DownloadCurrentDate()**: Reads the environment variable “CurrentDate” from the DB to determine the simulation’s current date.
		5. **DownloadStaticData()**: Loads static tables such as InitialPosition, TickersTbl, SymbolsTbl, TransactionCostTbl, and so forth into myDataSet.
		6. **DownloadTeamData(currentDate)**: Loads data specific to the team (e.g., PortfolioTeam36) and determines the lastTransactionDate.
		7. **SetFinancialConstants()**:
			- Calls Globals.Dashboard.FillCBoxes() to populate comboboxes for tickers and symbols.
			- Retrieves environment variables like maxMargin, startDate, riskFreeRate, initialCAccount.
			- Computes TPVatStart based on the initial positions’ value plus initial cash.
		8. **CreateCurrentTransaction()**: Instantiates a new Transaction object (CT) to store any upcoming user-initiated trade.
		9. **CalcFinancialMetrics(currentDate)**:
			- Populates global variables like CAccount, IPvalue, APvalue, margin, TPV, etc., using routines from PortfolioManagement.
		10. **DisplayFinancialMetrics(currentDate)**: Shows all the updated metrics on the Dashboard (e.g., cells F06-F20).
	+ **User Interactions on the Dashboard**
	On the “Dashboard” sheet, the user can:
		1. Select a stock ticker in TickersCBox and enter a quantity in StockQtyTbox.
		2. Press buttons like **BuyStockBtn**, **SellStockBtn**, **SellShortBtn**, or **CashDivBtn**.
			- Each button sets CT.type accordingly (e.g., "Buy" or "Sell"), calls CalcTransactionProperties(currentDate) to compute the net effect, and optionally calls Show() to reveal transaction details.
		3. Alternatively, select an option symbol in SymbolsCBox and press **BuyOptionBtn**, **SellOptionBtn**, **SellShortOptionBtn**, or **ExerciseOptionBtn**.
			- Similarly sets up the CT.type (e.g., "X-Call") and calculates the cost, price, and margin impact.

Before finalizing a trade, the program checks:

* + 1. **IsStockInputValid()** or **IsOptionInputValid()** to ensure the user has selected a symbol and provided a nonzero quantity.
		2. **IsValid(CT)** to confirm it meets the tournament rules (e.g., no weekend trades, not trading out of initial positions, not shorting if you already hold a positive position, etc.).
	+ **Executing a Transaction**
		1. If the user clicks **ExecuteStockTransactionBtn** or **ExecuteOptionTransactionBtn**, the program re-checks validity, then calls:
			- CT.CalcTransactionProperties(currentDate) to refresh the transaction details.
			- Execute(CT) (in PortfolioManagement), which does:
				* Runs an INSERT statement (RunNonQuery) into the DB’s TransactionQueue.
				* Updates CAccount and margin globally.
				* Adjusts lastTransactionDate to today’s date.
		2. After that, **CalcFinancialMetrics(currentDate)** and **DisplayFinancialMetrics(currentDate)** run again to show the updated portfolio values.
	+ **Exploring Other Sheets**
		1. The Ribbon has buttons like **StockMarketBtn**, **OptionMktBtn**, **SP500Btn**, **ParametersBtn**, **TransactionsBtn**, **ConfirmationTicketsBtn**, etc.
		2. Each of these loads data from the DB (via DownloadDataTableFromDB) and displays it in a corresponding ListObject on the relevant worksheet.
	+ **Quitting**
		1. If the user presses **QuitBtn**, the program:
			- Calls **DisconnectFromDB()** to close the SQL connection.
			- Restores Excel settings (DisplayFormulaBar = True, DisplayAlerts = False, etc.).
			- Exits Excel (Globals.ThisWorkbook.Application.Quit()).

Overall, the program simulates a trading environment in Excel, using a SQL database as the “back end.” The VSTO add-in handles:

* + Connecting to a chosen DB (Alpha, Beta, or Gamma).
	+ Downloading data/tables into memory.
	+ Exposing dashboards and controls for the user to perform trades.
	+ Calculating margin requirements, total portfolio value, interest, and “tracking error.”
	+ Logging every transaction in the TransactionQueue table.

The modular design (Main, RibbonST, DB\_procedures, Dataset\_Procedures, PortfolioManagement, Controls, and the Transaction class) keeps the code organized. Each module or class has a specific responsibility, from database access and data storage (DB\_procedures, myDataSet) to user interface handling (RibbonST, Dashboard) to portfolio calculations (PortfolioManagement).

In essence, **RibbonST** drives the high-level user actions (select DB, open sheets), **Main** orchestrates the core steps (connect, load data, compute metrics), **Dashboard** provides the interactive buttons, **DB\_procedures** and **Dataset\_Procedures** handle all the database logic, **PortfolioManagement** does the heavy lifting for portfolio math, and **Transaction** encapsulates the details of a single trade. This structure allows a beginner to see how data flows from a SQL Server table all the way to Excel, with appropriate calculations and validations in between.
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